File System FilTer Manager

Mapping Common Operations 
to Filter Manager

This document summarizes how common operations for legacy filter drivers map to the Filter Manager model. 

	Legacy Filter Model
	Filter Manager Filter Model

	Pass through operation with no completion routine
	Option 1:

· Do not register callbacks for this operation – filter never does work for this operation.
Option 2:
· Return FLT_PREOP_SUCCESS_NO_CALLBACK from PreOperation callback registered for this operation.

	Pass through operation and set a completion routine
	Return FLT_PREOP_SUCCESS_WITH_CALLBACK from PreOperation callback.

	Pend operation during the PreOperation callback
	· Ensure the buffers are properly locked to be accessed in a worker thread by calling FltLockUserBuffer().

· Queue the work to a worker thread (FltAllocateDeferredIoWorkItem(), FltQueueDeferredIoWorkItem()).

· Then return FLT_PREOP_PENDING from PreOperation callback.
· When ready to return processing control of this IO back to the Filter Manager, call FltCompletePendedPreOperation().

	Pend operation during the PostOperation callback
	· Ensure the buffers are properly locked to be accessed in a worker thread in the pre-operation routine by calling FltLockUserBuffer().

· Queue the work to a worker thread (FltAllocateGenericWorkItem(), FltQueueGenericWorkItem()).

· Then return FLT_POSTOP_MORE_PROCESSING_REQUIRED from PostOperation callback.

· When read
y to return processing control of this IO back to the Filter Manager, call FltCompletePendedPostOperation().

	Synchronize the operation
	Return FLT_PREOP_SYNCHRONIZE from PreOperation callback.

	Complete the operation in the PreOperation callback
	· Put the final operation status in the FLT_CALLBACK_DATA.IoStatus and fill in requested data as necessary.

· Then return FLT_PREOP_COMPLETE from PreOperation callback.

	Complete the operation after it has been pended in the PreOperation callback
	· Put the final operation status in the FLT_CALLBACK_DATA.IoStatus and fill in requested data as necessary.

· Call FltCompletePendedPreOperation() with the CallbackStatus of FLT_PREOP_COMPLETE from the worker thread processing the IO.

	Do all completion work in completion routine
	Return FLT_POSTOP_FINISHED_PROCESSING from PostOperation callback.

	Do completion work at safe IRQL.
	· Post the completion work to a worker thread if this operation is safe to post.  FltDoCompletionProcessingWhenSafe() will check to see if it is necessary to post this completion work, then post the completion work if it is safe to post.
· Then return FLT_PREOP_COMPLETE from PreOperation callback.

	Synchronize back to the dispatch routine by signaling an event.
	· FLT_PREOP_SYNCHRONIZE should have been returned from the PreOperation callback for this operation.
· There is no specific work necessary from the PostOperation callback – it will just be called in the appropriate thread context at safe IRQL.

	Cancel a successful CREATE operation.
	· Put the proper failure status in FLT_CALLBACK_DATA.IoStatus.

· Call FltCancelFileOpen() to undo the create.

· Return FLT_POSTOP_FINISHED_PROCESSING.

	Disallow IO via the FAST_IO path.
	Return FLT_STATUS_DISALLOW_FAST_IO from PreOperation callback.

	Change operation parameter.
	· Set the appropriate value in the FLT_CALLBACK_DATA.Iopb.

· Mark the FLT_CALLBACK_DATA dirty by calling FLT_SET_CALLBACK_DATA_DIRTY().

	Lock user buffer for operation.
	· Call FltLockUserBuffer() to allocate MDL, probe and lock buffer as appropriate for this operation.
· Call MmGetSystemAddressSafe() to get a system buffer that represents this memory.
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