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This Document

End user customers value stability, reliability, performance and quality in the Customer Systems they purchase.  Microsoft focuses some of its investments to meet these requirements in the area of software applications certified and designed to run on the Windows Vista platforms for PCs. These efforts include compatibility tests for ease-of-use, better performance and enhanced security on PCs running Windows Vista software. Microsoft’s compatibility tests have been designed in collaboration with industry partners and are continuously improved in response to industry developments and consumer demand.

This document lists the requirements that Qualifying Software distributed with an OEM system needs to meet in order to comply with the OEM Ready Program. Unless otherwise noted, an application must pass all tests.


Recommend Testing Approach

For each Qualifying Software:

1. Set up the test machine (See Appendix 1: Test Machine Setup and Configuration),
2. Work through all the tests, filling in the report form (Appendix 4) as you go.
3. For feedback or support, contact mdasw@microsoft.com
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	Test 
	Test Name 
	Description 
	Rationale 
	Test Tool 

	1 
	UAC Manifesting 
	Ensure applications follow standard User Access Control Guidelines.  
	Requiring proper UAC manifesting improves OS security by ensuring apps do not acquire higher privileges than necessary.  
	CFF Explorer 

	2 
	Driver Signing and verification 
	Any kernel-mode drivers installed by an app must be signed through the Windows Logo or Unclassified Driver programs & pass a driver verifier test.  Any boot drivers on OEM Systems must have embedded signatures.  
	Poorly written or malware drivers can severely affect the stability and security of a system.  On 64-bit versions of Windows Vista, unsigned drivers will not be able to load. Bootdrivers that are unsigned or that lack embedded signatures degrade system boot-time performance.  Running all application drivers through the unclassified driver program helps improve reliability while making sure that basic security policies are met by signing drivers.
	Sign Tool and Script
Driver Verifier 

	3 
	OS Version Checking 
	An application must not fail to run if the operating system is updated.   
	When Windows users upgrade their operating system, they shouldn’t be hard blocked from using their current software applications.  25% of application compatibility failures are caused by incorrect version checking by applications. 
	App Verifier 

	4 
	Uninstall 
	Ensures all apps registered with add/remove programs 
	Supports a good uninstall experience for end-users and helps customers to easily find and remove unwanted applications. Customers should be able to easily find and remove any unwanted applications from OEM Systems.
	Orca 

	5 
	Application Verifier Checks 
	Tests for app failures from common coding errors:  exceptions, handles, heaps, locks, memory, Thread Local Storage 
	App failures, crashes & hangs are top drivers of customer dissatisfaction.  Eliminating such failures improves app stability and responsiveness.  App verifier catches common coding errors and prevents heap corruption (the cause of more than 15% of application failures). 
	App Verifier 

	6 
	Installation to Correct Folders 
	Applications should be installed to Program Files or the user’s AppData folder by default.  
	Ensuring that apps install to the correct locations helps ensure that application code is protected by the operating system.  It also helps ensure that the application is more compatible with different system configurations and migration scenarios. 
	App Verifier 

	7 
	Restart Manager Awareness 
	Verifies that all applications running on the system are able to listen and respond to shutdown messages using the Restart Manager API without User interaction while idle. 
	Applications that ignore restart messages degrade system shutdown performance and causes system reboots which leads to a bad user experience.  By making sure the application is restart manager aware, applications can avoid causing system reboots after installs and updates (by shutting down).  
	Restart Mgr Tool 
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Application Definition
A software application qualifies for audit if:
1. It runs on the Windows Vista operating system;
2. It is distributed with  OEM systems preinstalled with Windows Vista;
3. All application processing is performed on the OEM system and not from a server or other hardware; and 
4. It is a stand-alone application that runs inside its own process on Windows Vista.  This includes applications that require other applications as a prerequisite.
Examples of applications that qualify for audit:
· A Windows Vista compatible application that requires Microsoft Outlook 2007 to be installed
· A .NET 2.0 application
· A Windows Vista compatible application that requires optical media to run
· A Windows Vista compatible application that requires a connection to a server 
· Applications that ship on the system, as opposed to drop-in-the-box.  This applies whether an application is fully installed or loaded.
· Trial applications, both in trial mode and after full license.  Again, the principle is that all applications that ship on the system qualify for audit.
· Applications from Independent Hardware Vendors (e.g., an application shipped with a graphics chip set or motherboard).

Examples of applications that do not qualify for audit:
· Web applications accessed through a browser
· Internet Explorer plug-ins/add-ons
· Gadgets
· Toolbars
· MMC snap-ins
· Software that does not ship on the system, such as drop-the-box software, retail software, or software download from the Internet.
· Firmware (i.e., computer programming instructions that are stored in a read-only memory unit rather than being implemented through software).
· Recovery images. 

Versioning

Application version numbers are broken down as follows: Major.Minor.Build.Revision

For the purposes of this program, applications will be considered distinct when they have differing major or minor version numbers.  Updates to the build or revision alone will not require a resubmission of the application.

Version changes that DO NOT require resubmission
1.0.0.0 to 1.0.1.1
2.1 to 2.1.1

Version changes that DO require resubmission
1.0.1.1 to 1.1.1.1
2.0.1 to 2.1
2.1 to 3

Testing within this program is also considered language neutral.  Applications do not need to be resubmitted for each language as long as the major and minor version remain unchanged.
 

Normal Operations

Some tests require applications “Normal Operations” to be executed for the application.  These tests are designed to exercise the applications under the most common usage scenarios.  While these steps will vary from application to application, the guidance below dictates what should minimally be included within the normal operation step

1. Entering data.  Data should be provided in a way typical for the application.  
2. Changing application settings.  If the application has user configurable settings, these settings should be changed as part of the normal operations.
3. Changing system settings.  If the application is used to configure settings for hardware or the operating system, then these actions should be included in the normal operations.
4. Saving state.  If the user has the ability to save their work (documents, projects, playlists, game progress, etc.) in the application, then this should be included in the normal operations.
5. Loading state.  If the application has the ability to save its state (documents, media, projects, etc.) then reloading this state should be part of the normal operations.  Additionally, if the application is able to load files of a common type (jpg, pdf, doc, mp3, etc.), loading a files should be part of the normal operations regardless of whether the application also has the ability to create these files.
6. Processing.  If the application completes processing jobs (such as scanning for viruses, or encoding a video), then this should be included in the normal operations.
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Verify that the application’s executables follow standard User Access Control Guidelines.

Criteria

In order to pass this test:

Every executable file included with the application (that is, all files ending with the extension .exe) must contain a manifest that defines the execution level.

Rationale

A user’s Windows experience is more secure when applications run with only the permissions needed.

Verification Process

For each Qualifying Software:

1. Browse the application’s install paths for all executables ending with the .exe extension.

2. For each of these application’s executables above:

a. Open CFF Explorer (See Appendix 1: Test Machine Setup and Configuration).
b. Navigate to the executable, and open it.
c. In the tree structure on the left, highlight the Resource Viewer.
d. Expand the Configuration Files tree.
e. Click on the resource named 1 (This is the most common name, but may vary based on language).
f. The embedded manifest execution level will have this format:

	<security>
		<requestedPrivileges>
<requestedExecutionLevel level="asInvoker" uiAccess="false"/>
		</requestedPrivileges>
	</security>






Example

[image: \\.PSF\.Home\Documents\vista documents\pic08_CFFExplorer.jpg]
Requirements

· Each manifest must have the requestedExecutionLevel tag set to the appropriate level of execution required for that executable.  Levels of execution are: 

· level="asInvoker"
· level="requireAdministrator"
· level="highestAvailable"

· The requestedExecutionLevel tag in each manifest must have the attribute uiAccess set to false.

· The application’s main executable requestedExecutionLevel tag must have level="asInvoker" in order to pass this test case. That means that the application’s main executable itself must be able to be run as Least-Privilege.
















· If any of the application’s executables use an external manifest, the execution level resource for each must be set appropriately. To verify the external manifest:

· Browse the application’s directories for <executable_name>.exe.manifest.
· Open the manifest in Notepad.
· The execution level resource must be set as follows in order to pass this test case:

<security>
<requestedPrivileges>
<requestedExecutionLevel level="asInvoker" uiAccess="false"/>
</requestedPrivileges>
</security>

Notes

· Any application that is required to run with the user logged in as an administrator or requires an elevated privilege to run properly must receive a waiver from Microsoft in order to pass this requirement. In this case the requiredExecutionLevel tag must be set to requireAdministrator or highestAvailable.  The process for applying for these waivers is to be determined.

· Applications that require input from the UI of any other window - regardless of the relationship to the application - may set the uiAccess attribute to true and will need to apply for the waiver from Microsoft in order to pass this requirement.  The process for applying for these waivers is to be determined.


Additional Information

Applications must follow the best practices for working with User Access Control (UAC) as described on MSDN:  

http://msdn.microsoft.com/windowsvista/default.aspx?pull=/library/en-us/dnlong/html/AccProtVista.asp

Applications that attempt to circumvent UAC by modifying the Access Control Lists (ACLs) of the system will fail this requirement.
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Driving Signing and Verification

This test comprises of three sub-tests.

Test 2.1:
Verify that all kernel-mode drivers are signed.

Criteria

In order to pass this test:

All kernel-mode drivers installed by the application must contain a valid Microsoft signature and should not cause Windows to alert the user with a pop-up message regarding the installation of an unsigned driver.

Note: This test only applies to applications which install Kernel Drivers. 
Rationale

Poorly written or malware drivers can severely affect the stability and security of a system.  On 64-bit versions of Windows Vista, unsigned drivers will not be able to load.
Verification Process

For each Qualifying Software:

1. Open an elevated command window (click Start / All Programs / Accessories, then right-click on Command Prompt and select Run as administrator).

2. For each Kernel Mode Driver installed by the application, use SignTool (See Appendix 1: Test Machine Setup and Configuration) to verify the signature of each driver in the following manner:

a. If the driver's signed catalog file (.cat) is not installed in 

%WINDIR%\System32\Catroot 

type: 

signtool verify /c  <Name_of_Catalog_File> <Driver_Name>








b. If the driver's .cat file is installed in 

%WINDIR%\System32\Catroot 

type :

signtool verify /a <Driver_Name>

c. To pass this test, all drivers must have a verified signature.
Example
[image: ]

Requirements

In a Windows Logo Program (formally WHQL) signature, the command window output under the Signing Certificate Chain must display Microsoft Windows Hardware Compatibility Publisher in the Issued to: line and Microsoft Windows Hardware Compatibility PCA in the Issued by: line. If so, the kernel-mode driver has passed the WHQL Certification and has obtained a valid Microsoft signature from the WHQL program. The Certification Path will also have these names under the signature Root Authority.

In the Unclassified Driver Signature program signature the command window output under Signing Certificate Chain must display Microsoft Windows Driver Reliability Publisher in the Issued to: line and Microsoft Windows Driver Reliability PCA in the Issued by: line. That means that the kernel-mode driver has passed the Driver Reliability Certification and has obtained a valid Microsoft signature from the Unclassified Driver Program. The Certification Path will also have these names under the signature Root Authority.

Any kernel-mode drivers installed by the application must have a Microsoft signature obtained through the either of the above programs in order to pass this test case.


Notes

1. This test is also covered by the Windows Vista Logo Program. For more information, see Requirements for the Windows Vista Logo Program for Software.

2. To speed up the verification process, use the script contained in Appendix 3 to automate the procedure.





Test 2.2:
Driver Verify with Switches.

Criteria

In order to pass this test:

All drivers that make up the application must pass the Driver Verification process.

Rationale

To ensure the quality of the Windows Vista experience, drivers must pass the Driver Verification process.
Verification Process

For each Qualifying Software:

1. Boot the system and log in as an administrator.

2. Open a command window, and enter verifier /standard /all to enable the Driver Verifier with the standard settings applied to all drivers.

3. Shut down and restart the system.


4. If the system crashes or fails, reboot into safe mode by holding F8 during the boot process, and save the kernel memory dump (c:\windows\memory.dmp) for further analysis.

5. If the system doesn’t crash, the system has passed the test.

6. Open a command window, and enter verifier /reset to clear all the Driver Verifier settings.

7. Shut down and restart the system.



Requirements

In order to pass this test, the system must not crash or fail when the above Driver Verifier option is used.


Test 2.3:
Boot drivers contain Embedded Signatures.
Criteria

In order to pass this test:

All boot-start drivers installed by the application,  for both 32-bit and 64-bit versions of Windows Vista should have embedded signatures in the driver image file.

Rationale

Embedded signatures in boot-start driver image files optimize performance by eliminating the need to locate the appropriate catalog file when the operating system loader verifies the driver signature.
Verification Process

For each Qualifying Software:

1. Open an elevated command window (click Start / All Programs / Accessories, then right-click on Command Prompt and select Run as administrator).

2. For each boot-start driver installed by the application, use SignTool (See Appendix 1: Test Machine Setup and Configuration) to verify the signature of each driver in the following manner:

signtool verify /kp /v <driver.sys>

Where <driver.sys> is the name of the boot-start driver.

3. To pass this test, SignTool must report all drivers as successfully verified.

Notes

SignTool arguments:

verify
Verifies the signature in the specified file.

/kp
Verifies that the kernel policy has been met.

/v
Specifies the verbose option, which displays successful execution and warning messages.

FileName
Specifies the name of the binary file that contains the signature to be verified.

Additional Information

An MSDN topic that explains usage of SignTool:
http://msdn2.microsoft.com/en-us/library/aa906251.aspx

An MSDN topic describing the Kernel-Mode Code Signing Policy (Windows Vista):
http://msdn2.microsoft.com/en-us/library/aa906239.aspx

A Whitepaper covering the use of Digital Signatures for Kernel Modules:
http://www.microsoft.com/whdc/winlogo/drvsign/kmsigning.mspx
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Verify that the application checks for the OS version in the approved way.

Criteria

In order to pass this test:

An application must continue to run if the Operating System (OS) version number increases, unless the End User License Agreement prohibits use on future operating systems.  

If the application is supposed to fail, it must do so gracefully by sending a message to the user and writing a message to the NT event log. 

Applications must use the version-checking APIs (GetVersionEx) to check the OS version. They must not read the following the registry keys for the OS version:
HKEY_LOCAL_MACHINE\SOFTWARE\Microsoft\Windows NT\CurrentVersion
Rationale

When Windows users upgrade their operating system, they shouldn’t be blocked from using their current applications simply because the OS version has increased.
Verification Process

For each Qualifying Software:

1. Browse the application install paths for all executables which end with the .exe extension.

2. For each of the application’s executables above:

a. Add the executable to AppVerifier (Select Add Application from the File menu) and open the Property Window from the View menu.

b. Uncheck the Basic tests.

c. Check HighVersionLie from Compatibility tests.

i. Highlight HighVersionLie.
ii. Double-click Major version and enter 6.
iii. Double-click Minor Version and enter 0.
iv. Double-click Build number and enter the build number of Windows Vista you are using to perform the tests.
v. Double-click Service pack major number and enter 0
vi. Double-click Service pack minor number and enter 0



Launch executable with AppVerifier running.

d. Perform a normal operation to determine whether the application is running.

Note: The steps involved in normal operation must be submitted as part of the application testing submission.

e. Exit the application, and view AppVerifier Logs for the executable
i. Search each log for HighVersionLie

f. Change the major  version number to 10 in AppVerifier and repeat steps d – f.

[image: \\.PSF\.Home\Documents\vista documents\pic10_getversion01.jpg]Example
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Requirements

1. The AppVerifier logs must show that GetVersion or GetVersionEx API were used when checking the version of Windows. The installer, and each executable that ships as part of the application, must check the version of Windows in this way. 

Notes


1. The AppVerifier logs may show HighVersionLie; but contain no data, which indicates the application did not attempt to check the OS version. This will pass this test case.

2. You can obtain the Windows Vista build number by typing winver into the Command prompt.

3. GetVersion has been superseded by GetVersionEx. All new software should use GetVersionEx.


Additional Information

For more information, see the MSDN reference topic for GetVersionEx.
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Verify that the application creates uninstall Registry entries.

Criteria

In order to pass this test:

The application must create the correct registry settings to allow it to be uninstalled.
Rationale

A broken uninstall process can frustrate the user, and may prevent a successful re-install.
Verification Process

For each Qualifying Software

1. Launch the Orca tool (See Appendix 1: Test Machine Setup and Configuration).

2. If MSI based install:
Open the application’s MSI installer package in Orca

a. In the table tree on the left select Property.
b. In the right hand pane look at ProductCode.
c. Make note of the ProductCode.

If not MSI based install, proceed to step 3



3. Once the installation is complete, open the registry by typing RegEdit from the command line.

4. Navigate to the following registry key:

a. HKEY_LOCAL_MACHINE\Software\Microsoft\Windows\CurrentVersion\Uninstall\
b. If MSI install locate the ProductCode key from step 2, and select it, otherwise select the appropriate application based on application name.



5. Make note of all the following entries in that key:

a. DisplayName
b. InstallLocation
c. Publisher
d. UninstallString
e. VersionMajor
f. VersionMinor






Example

[image: \\.PSF\.Home\Documents\vista documents\pic11_uninstall01.jpg]
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Requirements

In order to pass this text case, all the registry entries listed above must match the information for the application and vendor. Registry keys set to null are not permitted.
Notes

1. The uninstall registry key location for win32 applications installed on x64 versions of Windows Vista is: HKEY_LOCAL_MACHINE\SOFTWARE\Wow6432Node\Microsoft\Windows\CurrentVersion\Uninstall 

2. The uninstall registry key location for native 64-bit applications installed on x64 versions of Windows Vista is: HKEY_LOCAL_MACHINE\Software\Microsoft\Windows\CurrentVersion\Uninstall\
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Verify that the application passes specific AppVerifier checks.

Criteria

In order to pass this test:

The application’s executable files must run when attached to AppVerifier running specific checks without breaking into the debugger.

Note: This test case is not applicable to fully Managed applications.
Rationale

This test looks for memory leaks, unhandled exceptions and other issues which may cause an application fail.
Verification Process

For each Qualifying Software:

1. Log on to machine as an administrator.

2. Launch the Windows Debugger (See Appendix 1: Test Machine Setup and Configuration) to the machine.

a. Open an elevated command window (click Start / All Programs / Accessories, then right-click on Command Prompt and select Run as administrator).
b. Change directories to where Debugging Tools for Windows is installed.
c. Start the Windows Debugger by typing windbg –I (case sensitive)
 
(Note: For more detailed information see Windbg and AppVerifier help).

3. Browse the application install paths for all executables which end with an .exe extension.














4. For each of the application’s executables above:

Attach the executable to AppVerifier and check the following AppVerifier Checks:
i. Exceptions, Handles, Heaps, Locks, Memory and TLS from the Basics checks.
ii. DangerousAPIs and DirtyStacks from the Miscellaneous checks.

5. For each of the application’s main executables:

a. Launch the application executable.
b. Perform the normal operations fro the executible.
 
(Normal operation steps are required to be submitted along with the application for testing).

c. Close the application executable.

Requirements

In order to pass this test, all the application’s executables ending with an .exe extension must run without breaking into the debugger while the executable is attached to AppVerifier configured as above.

Notes
1. Save all the AppVerifier logs which generated errors. This will enable the ISV to gather the needed data to fix those errors that broke into the debugger.

2. When applicable copy and save the stack trace from the Windows Debugger (windbg).  This will give the ISV more information as to where the break resides.

3. Every error that caused the application to break into the debugger must be fixed in order to pass this test.

4. This test case is not applicable to fully managed applications.



[bookmark: _Toc197162692]Test 6:
Verify that the application installs to the correct folders by default.

Criteria

In order to pass this test:

Applications should be installed to Program Files or the user’s AppData folder by default.
For per-machine installations, user data must be written at first run and not during the install.  Since the install potentially elevates to a different user account during the per-machine install, there is no correct user location to store data at install time.
Rationale

Users should have the flexibility to install applications where they need them and should have a consistent and secure experience with the default location of files.
Verification Process

For each Qualifying Software:



1. Use an imaging tool to take a snapshot of the machine.

2. Install the application using custom values and selecting to install all components.

3. Once install is complete, use an imaging tool to take a snapshot of the machine.

4. Compare images and ensure that application is only installing to folders indicated below.












Requirements

In order to pass this test, the application only installs files to a subdirectory of Program Files or the user’s AppData directories.

Notes
1. Per-machine installs must install to Program Files by default in order to pass this test case.

2. Per-machine installs have no correct user AppData directory because elevation may be needed: user data must be written when the application runs for the first time, and not during installation.

3. Default install directories are: 

a. Native x86 and x64 applications

	Program Files
	%ProgramFiles%

	User’s AppData
	%APPDATA%

	ProgramData
	%ALLUSERSPROFILE%



b. Win32 applications on x64

	Program Files
	%ProgramFiles(x86)%

	User’s AppData
	%APPDATA%

	ProgramData
	%ALLUSERSPROFILE%



4. If the application installs drivers and/or Windows redistributive components, they may be installed to existing Windows directories.
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Test 7:
Verify that the application is Restart Manager Aware.

Criteria

In order to pass this test:

The application must deal appropriately with Shutdown and (optionally) Restart system messages.

Note: The application must be idle and not performing any operations during this test.

Rationale

To avoid disrupting a Windows Restart or Shut Down request, an application must close when the system instructs it to do so, and if expected, it must restart automatically. 
Verification Process

For each Qualifying Software:

1. Launch the application.

2. Open the Windows Task Manager.
a. Click on the Processes tab
b. From the View menu, select Select Columns..
c. Select the PID (Process Identifier) check box and click OK.
d. Click on Image Name to list all the current processes by name.
e. Find the application image name and make a note of its PID.

3. Open a command window.

4. Change directories to the directory that contains the Restart Manager tool (it is contained within the Logo Testing Tools for Windows directory).













5. From the command window send a shutdown message to the application through the RMShutdown API in the following manner:

	If the application is designed to shut down and restart, type:
	rmtool.exe –p dwPID –S –R

	If the application is not designed to restart after shutdown, type:
	rmtool.exe –p dwPID –S

	If your application is a service and is designed to restart after shutdown, type:
	rmtool.exe –f $dir\<service> –S –R

	If your application is a service and is not designed to restart after shutdown, type:
	rmtool.exe –f $dir\<service> –S



Where dwPID is the application's Process ID, obtained via Task Manager, and $dir is the path to the service executable or dll.

6. Open Event Viewer by typing eventvwr from the command line or from the Administrator Tools.

a. Expand Windows Logs.
b. Click on Application.
c.  There will be a RestartManger (Information) message for each Shutdown and Restart action performed by Restart Manager on each executable.
i. The shutdown message will contain the executable name and Process ID in the log. 
ii. The restart message will contain the executable name and Process ID in the log, with the Process ID being different then the shutdown log. This log will have a later time stamp.

Requirements

In order to pass this test:

1. Using the Restart Manager tool, it is possible to shut down the idle application quietly and without user interaction via the RMShutdown API, and – if designed to do so – it restarts automatically.

2. If the application is a service, it is possible to use the Restart Manager tool to shut it down while idle, quietly and without user interaction, via the RMShutdown API.  If the service is designed to restart after shutdown, it restarts.

3. There must be both an Information message with Source listed as RestartManger for each shutdown and restart action performed by Restart Manager in the Windows Application Logs on each executable. 


Notes

1. The application must be idle and must not be running or performing any operations while performing this test case.

2. All applications must listen and respond to shutdown messages using the Restart Manager API quietly, without user interaction while idle in order to pass this test case.

3. The application or service must not cause an Access Violation and it must shutdown/restart safely.

4. Restart Manager shutdown messages are:


	WM_QUERYENDSESSION with LPARAM = ENDSESSION_CLOSEAPP(0x1)
	GUI applications must respond (TRUE) immediately to prepare for a restart.

	WM_ENDSESSION with LPARAM = ENDSESSION_CLOSEAPP(0x1)
	The application must shutdown within 5 seconds (20 seconds for services).

	CTRL_SHUTDOWN_EVENT
	Console applications must shutdown immediately.




5. If the application or service is not designed to restart after shutdown, then there will only be an Information message with Source listed as RestartManger for each shutdown action performed by Restart Manager in the Windows Application Logs.
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Test Machine Setup and Tools Installation

Follow this procedure to create a standard test machine setup. 

Please note: This procedure may take some time, and requires internet access to download specific tools. Please ensure you have the ability make a disk image of your finished installation, in order to avoid having to repeat the process.
Configuring the Test Machine

1. Install Windows Vista with all Windows components and options installed. Log into machine as the local administrator.


2. Install the Windows Vista SDK from:

http://www.microsoft.com/downloads/details.aspx?FamilyID=e6e1c3df-a74f-4207-8586-711ebe331cdc

Select all the components, with the exception of the Mobile options, on a machine that is being used to perform the tests. 

a) Copy the files capicom.dll, orca.msi and signtool.exe from <SDK_Install_Dir>\ Windows\v6.0\Bin\ directory to a temporary location.
b) Copy the Schema.msi Windows Install Package from <SDK_Install_Dir>\ Windows\v6.0\Bin\msitools\Schemas\MSI\ directory to a temporary location.  

3. Create a directory called Tools on the system’s boot drive (typically, C:).

4. Copy Schema.msi, orca.msi, signtool.exe and Capicom.dll to the Tools directory from the temporary location in step 3.


















5. Install Orca from Tools\orca.msi with all components installed (you will need to select a custom install, and ensure than all components are selected).

[image: \\.PSF\.Home\Desktop\pic01_Orca.png]
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6. Install Vista Logo Tools from
http://download.microsoft.com/download/d/2/5/d2522ce4-a441-459d-8302-be8f3321823c/LogoToolsv1.0.msi.





7. Go to the directory <Vista_Logo_Tools_Installed_Dir>\RegDiff

a) Open the file filter in Notepad.
b) Select all the text in the file, and delete it.
c) Copy and paste the following information as-is:

[KeyExclude]


[KeyContents]


[ValueExclude]


[ValueContents]

d) Save as filter.txt. You may need to alter the file permissions to be able to replace the original file.


[image: \\.PSF\.Home\Desktop\pic03_RegDiff.png]


8. Install the latest released version of AppVerifier from:

 http://www.microsoft.com/downloads/details.aspx?FamilyID=bd02c19c-1250-433c-8c1b-2619bd93b3a2&DisplayLang=en  

Note: For native x64 applications install x64 versions of AppVerifier. 






9. Install Debugging Tools for Windows from:

http://www.microsoft.com/whdc/devtools/debugging/default.mspx.  .  

Confirm that you wish to update the currently installed tools.

Note: For native x64 applications install x64 version of Debugging Tools for Windows.

10. Install CFF Explorer to the Tools directory:

http://ntcore.com/exsuite.php

Extract and install the appropriate version (x64 or x86).
Note: this is not Microsoft software

11. Navigate to the Logo Testing Tools for Windows directory, right-click on CreateLogoUsers and select Run as administrator.

This script will create the necessary accounts required for testing:

a) Least-Privilege User – logouser1
b) Least-Privilege User – logouser2
c) Least Privilege User – vistalogolongusernam (Long User Name)
d) Administrator – logoadmin
e) Power User – logopuser
f) Backup Operator – logobouser


[image: \\.PSF\.Home\Desktop\pic_04_CreateLogoUsers.png]


Note: The test machine must not be registered to a domain, or this step will fail.



12. Use an imaging tool to take a snapshot of the machine. This will allow you to re-create the test platform without having to repeat steps 1 to 12. 

Microsoft’s own imaging tool for Vista is called ImageX:

http://technet2.microsoft.com/WindowsVista/en/library/bb068119-1ba6-48c7-9ad7-3ed3f72592e91033.mspx?mfr=true









[bookmark: _Toc197162695]Appendix 2:
Resources

Windows Vista SDK
http://www.microsoft.com/downloads/details.aspx?FamilyID=e6e1c3df-a74f-4207-8586-711ebe331cdc
Windows Logo Program
Requirements for the Windows Vista Logo Program for Software

User Account Control Guidelines
http://msdn.microsoft.com/windowsvista/default.aspx?pull=/library/en-us/dnlong/html/AccProtVista.asp

Windows Installer Information
http://go.microsoft.com/fwlink/?LinkId=3985

Also see:
Sending Messages to Windows Installer Using MsiProcessMessage
Returning Error Messages from Custom Actions
Deferred Execution Custom Actions
Changing the System State Using a Custom Action
Organizing Applications into Components
Changing the Component Code
What happens if the component rules are broken?

Privacy Information
http://www.antispywarecoalition.org/documents/index.htm 

Developer Portal
https://winqual.microsoft.com/member/wer/user/default.aspx



[bookmark: _Toc197162696]Appendix 3:
Automating the Driver Signature Verification Test

To automate the process of using SignTool to verify drivers (Test 2: Verify that all kernel-mode drivers are signed), copy and paste the following text into a new file ending with extension .CMD, and execute it from the command window.


@REM Check for embedded signatures in boot drivers
@REM Boot-start drivers without embedded signatures impact Vista boot performance

@echo off

setlocal enabledelayedexpansion

set SC_QUERY="sc.exe query type= all"


for /F "tokens=1,2" %%i IN ('%SC_QUERY%') DO (

  if "%%i" == "SERVICE_NAME:" (

    @REM    @echo %%j
    call :chk_START_TYPE %%j

  )
)

GOTO :EOF
@REM ******************END MAIN PROCESSING*****************

@REM ****************chk_START_TYPE************************
:chk_START_TYPE

set bootdrv=0
set SERV_NAME=%1
@REM @echo %SERV_NAME%

for /F "tokens=1,2,3,4" %%m IN ('sc qc %SERV_NAME%') DO (

  if "%%m" == "START_TYPE" (
    if "%%p" == "BOOT_START" (
      @echo ---- FOUND BOOT-START DRIVER:  %1
      set bootdrv=1
    )

  )

  if "%%m" == "BINARY_PATH_NAME" (
    if !bootdrv! EQU 1 (
        if "%%o"=="" (
            echo Unable to find BINARY_PATH_NAME for %SERV_NAME%
        ) else (
            call :chk_SIGNATURE %%o
        )
    )
  
  )

)

GOTO :EOF


@REM ******************chk_SIGNATURE************************
:chk_SIGNATURE


set drv_path=%1
set drv_path=%SystemRoot%%drv_path:~11%

@echo !drv_path!
if EXIST !drv_path! (
  call %~dp0signtool verify /kp !drv_path!

  if !ERRORLEVEL! EQU 1 (
    @echo THIS BOOT DRIVER DOES NOT HAVE EMBEDDED SIGNATURE, WILL SLOW BOOT PERFORMANCE!!!
    @echo USE SIGNTOOL.EXE WITH YOUR CROSS-CERTIFICATE TO EMBED SIGNATURE INTO THE BINARY
    @echo.
    @echo.
    @echo.
  )

)

GOTO :EOF

@REM *******************************************************

[bookmark: _Toc197162697]Appendix 4:
Report Card

To be submitted to Microsoft
	
Submission Details

	Application name
	

	Version number
	

	Email contact
	

	Submission date
	



	
Test Results

	Test  Number
	Pass/Fail
	Comments


	Test 1
	
	


	Test 2.1
	
	


	Test 2.2
	
	

	Test 2.3
	
	

	Test 3
	
	


	Test 4
	
	


	Test 5
	
	


	Test 6
	
	


	Test 7
	
	


	
Normal Operation

	Please describe the steps taken to demonstrate "normal" operation of the application.
	





© 2008 Microsoft Corporation. All rights reserved. 
Microsoft Confidential	Page 2

image2.jpeg
& CFF Explorer - by Neasken - Inotepad.xe]

Tam
8 eons

/53 leon Grvps
/0 Versn o
5 Confgration s

@1

File Settings 7

8
e

notepad.ene
Dos Heder
e Headers
i Header
Optionl Header
Data Directories [x]
‘Section Headers [x]
© Inport Diectory
5 ResourceDirectry
5 Relocaion Direcory
3, Hex Editor
4, Address Converter
4 Resource Viewer
4 Rebuilder
4, Tmport Adder

<zl version="1.0" encadi
<1~ Copyright (c) Mcrosoft Corporation >
<asserbly xmins="urischemas-microsoft-com:asm.v1"
Imanfestyersion="1.0">
<assemblyldentity

name="HicrosaftWindaws Shel.notepa

processorfrchitecture="<86"

10.0"

Wind2'
<descrption>Windons Shell</description>
<dependency>

‘<dependentAssernbly>

‘<assemblyldentity
in32"

Micrascft Windows Comman-Cantrok”
000"

J>
<Jdspendentassembly>
<jdependency>
rnischemas-microsaft-comasm.v3'

<frustinfo>
<Jassembly>





image3.jpeg
mand Prampt

opyright (o> 2086 Microsoft Corporation. A1l rights reserved.
:\Windous\systen32ded c:/tools

\Ioolsdsigntool verify /a C:\Windous\Systemd2\catroot\(F7589SEE-I8EE-38EE-85ES
00CO4FC295EED /nt5 . cat

uccessfully verified: C:\Windows\Systen32\catroot\(F?75095EE-38EE-38EE-85ES-00Co|
AFC295EE> /nt5 . cat

\Tools>





image4.jpeg
B3 Application Verfier 3.4
File-EditView-—Help

[F5,7)To e Appterfe solct o aplcato o test (Cr), ek the chedborespext o th tests, and exectsth coe. Slct w9502
properties and logs. To stop testing an application cick Ctrk+D. For more detaled nformation see the Help.

Applcations

Tests

Imags Name

wordpad.exe

o (Basis
7 Compatiiity
[Filepaths
Hghversiontie
[ InteractiveServices
[KernelModeDriverInstall
[[JHangs.
[JLow Resource Simulation
CLuapriv
[ Miscellaneous
[Printing
[ service

Propertiss
Name Type value Description
Major version  DWORD 6(056)
Mincrversion  DWORD 6(0:6)
Buldrumber  DWORD 6000(0x1770)
Service pack major DWORD 0(0:0) -

Save





image5.jpeg
B3 application Verifier 3.4 o® =]
Ta use AppVerifier select an application to test (Ctrl+A), click the checkboxes next to the tests, and execute the code. Select View to see
rostins [TV
Properties
Buid numbey d I I+
[Juse Stamp 1o, To





image6.jpeg
16 Calsers\Admin AppData\Lacal Temp\wardpad exe.daturm - Windows Intemet Explorer

=EE=]

=] CAUserhdrin AppDsLocohTmpwordpad e dastonl <Tér [ | iveseor

Y
P &t | @ CaserAdmin\appDataLocaTemphwordpad.. | |

2 -
v [ Page v G Tosls

<7l version="10" encoding="UTF-8" standalone="no" 7>
- <avrf:logfile xmins: avrf="Application Verifier'>
- <avrf:logSession TimeStarted="2007-12-20 : 16:33:38" PID="5340" Version="2">
~cavrf:ogEntry Time="2007-12-20 : 1 8" Layerame="ETNEIAMIE StopCode="0x2204"
Severity="Information’>

<avrf:message>Called the Getversion APL.</avrf. messages>

<avrf: formatmessage>Returned 6.6 build number: 6000.</avr: formstssss
<avrf:parameter1>0 - N/A</avrf:parameterl> e 6
<avrf:parameter2>0 - N/ A</avrf: parameter2>
<avrf:parametera>0 - N/ A</avrf: parametera>
<avrf:parameter4>0 - N/ A</avrf: parameterd>
</avrf.logEntry>
- <avrf:logEntry Time='2007-12-20 : 16:

Eind. Highversionlie

71 Mt sl werd oy

38" Layeriame="HighVersi

=]

7] Match case

Severity="Information">
<avrf.message>Called the GetversionEx APL</avrf:message>
<avrf: formatmessage>Returned 6.6 build number: 6000.</avr: formatmessage>
<avrfparameter1>0 - N/A</avrf: parameterl>
<avrfparameter2>0 - N/A</avrf: parameter2>
<avrfparameterd>0 - N/A</avrf; parameterd>
<avrfparameterd>0 - N/A</avrf: parameterd>

</avrf:logEntry>
- <avrfilogEntry Time="2007-12-20 : 16:33:38" LayerName="HighVersionLie" StopCode="0x2202"
Severity="Information">
<avrf.message>Called the GetversionEx APL</avrf:message>
<avrfi formatmessage>Returned 6.6 build number: 6000, service pack:
product type: (null).</avrf: formatmessage>
<avrfparameter1>0 - N/A</avrf: parameterl>
<avrfparameter2>0 - N/A</avrf: parameter2>
<avrfparameterd>0 - N/A</avrf; parameterd>
<avrfparameterd>0 - N/A</avrf: parameterd>
</avrf:logEntry>
</avrf:logSession>
</avrf:Iogfile>

.0, suite mask:

%00000000,

Dane 18 Computer | Protected Mode: OFF

w100 v





image7.jpeg
£ OrcaMsi - Orca

File Edit Tables Transform Tools View Help

D& EE

Tables Property. Value B
LaunchCandition Manufacturer Micrasoft Corporation

ListBox PraductCade {85F4CBCB-3BBC-4850-ATDE-ELL0G7TL498D}

Listview ProductLangusge 103 :
Media Productilame orca 1

ModulsComponents

ModuleSignature

Progid

| propey
PublshCormponent

RadioButton

Regity

Shortcut

Tty

Typelib

Ul

Upgrade

verb

alidtion

Tables: 44

Productversion
UpgradeCode
SecureCustomPropertes
ALLUSERS
Bannerfitmap

Igree
AppsShutdownOption
ProductD
ARPHELPLINK
ButtonText Back
ButtonText Browse
ButtonText Cancel
ButtonText Exit
ButtonTest Finish

Property - 51 rows

31.5200.0000
{LBAI3E10-219-11D2-BIEA-006097C99850}
ORCALPGRADE

1

bannrbmp

No

A
hitp/famwsmicrosoft.com/management

< &Back

Britowse

Cancel
bt
&Finish

N column s selected.





image8.jpeg
2 Registry Edior

File

Edit View Favorites Help

)L {210C4411-8588-4CAF-8B23-FIGACFA »
. {222E9326-02F0-49CE-AQ1T-STFDEDT32
1L [2ZB165F-SEED-4F92-6124-E04CTI0BT:
). {2996136E-DAIF-44F3-85DE-50CBBFA:
1 {3248F0A8-6813- 11D6-AT7B-00BODO16D
), {3S05E1E2-6127-4661-AEC-FIBSCAAAI
1L [3671A20F-00T0-FETE-574F-1DBCBSCE
). {4160DC5B-4C56-DOC3-CSFD-FSBDAD3
L) {MDARFTS-6870-41F5-S181-662EADS5D;
. {SLI3SDCE-EAFT-4FAL-GTFO-0R325TSFS.
1L [505ABIC-FDAC-ADIM-AICS-AMFIFIS:
). {S71700F0-DBID-4B34-B03D-35414B85
. {SBCSBB41-CAIF-4ETA-GFE-436CO0BL.
. {SBO9BDE7-4C88-46A1-8161-BT208CELE
1L {BANCIFI-3B1-3143-6022-4DCF43D
. {SCH2DAES-6EB-4374-0254-BE319BAL
1L {678FIF2D-F214-08D4-6TFB-AC04316C¢
. {6CC1AA6-DFFS-43DE-SE00-F1CIDBBE
. {TCFB33D-C2DE-4348-8431-DOAEDEDE
). {83ADSET1-80C0-4818-BAE4-CAI607BG
. {B4SDIAAD-EATD-4126-9177-FET4FD38
. {65FACBCB-9BBC-4BS0-ATDA-ELL06TT.
1L {30120000-0015-0409-0000-0000000FF 1« ~

Narne
251 AuthorizedCDFP,
5] Comments

5] Contact

251 DisplayNarne
5] Display¥ersion
EstimatedSize
51 Helplink

5] HelpTelephone
“HllnstaliDate
SllnstallLocation
BlnstaliSource
Language

5 ModifyPath

251 Publisher

5] Readre
b5z
A
251 URLInfoAbout
5 URLUpdatelnfo
Version

Type
REG_SZ

REG_SZ

REG_SZ

REG_SZ

REG_SZ
REG_DWORD
REG_BXPAND_SZ
REG_SZ

REG_SZ

REG_SZ

REG_SZ
REG_DWORD
REG_BXPAND_SZ
REG_SZ

REG_SZ

REG_SZ
REG_BXPAND_SZ
REG_SZ

REG_SZ
REG_DWORD

Data

orca
31.5200.0000

X00000cd4 (3264)
hitps/famwsmicrosoft.com/manageren

071219
CilTools\
0x00000409 (1033)

MsiExec.exe /{8SFACBCB-9BBC-4850-A7)
Micrasoft Corparation

MsiExec.exe /{8SFACBCB-9BBC-4850-A7)

0x03011463 (50402483)

Computer\HKEY_LOCAL MACHINE\SOFTWARE\MicrosoftiWindows\CurrentVersion\Uninstall{85F 4CBCB-9BBC-4850-A7D8-E1106 7714980}





image9.jpeg
J5 Orca Setup

Choose Setup Type
Choose the setup typs that best suts your needs

Typical

Installs the most common program features. Recommended for
most users.

Custom

Allows users to chooss which program features wil be nstalled
‘and where they wil be installed. Recommended for advanced

Complete

All program Features wilbe nstalled, (Requires most disk
space)

<Back, Next > Cancel





image10.jpeg
1) Orca setup
cubiom setup

Select the way you want features to be instaled,

&=

Clck on the cons inthe tres below to changs the way features wil be nstalled

Orca el
WS Valdation Suppo| =
Merge Hodue 5uppo)

Valdation Data

3| Ml Valdatior _

Location:  C:{program Fiestorcal,

M Table
View(EdorjvalidstorCompler

This feature requires 3618 on your
hard cve. It has 4 af 4
subfeatres selected. The
subfeatures require 294K on .

(e

Reset

(Dskussge | [ <oadk [ mews | [ concel |





image11.jpeg
Favorite Links

B Documents
B icres

B Music

More »

Folders v

Ul FshDevlop =
U oogle
1) temet Bxlorer
) T Connection Man
B
U Microsoft
) MicrosoftNET
1) Microsoft Corporaic
U} Logo Testing Tool
U Regbit
U Regbump
) Restart Manager
) RollBack
U ThreadHiacker
i Microsofticop 1.3~

Logo Testing Tacls for Windows » RegDiff

<[4 | searc

Date modified Type S
[ fiter YLD0LESPM File k8
(£ RegDiff 11872006 £34PM__Application 67KB
" fiter - Notepad N ===
File Edit Format View Help
[KeyExcTude] 7
[Keycontents]

[valueexclude]

[valuecontents]

filter Date modified: 4/12/2001 605 PM

File

Size: 133KB

Date crested: 4/12/2001 605 PM





image12.jpeg
)« Microsoft Corporation » Logo Testing Tools for Windows » ~ [ 4] [ search

S— Name | Datemodiied  Type Sz Tags
o L. RegDiff /192007 231PM  File Falder
1l RegDump T2/19/2007 231PM  File Folder

B rcues U Restart Manager /192007 2919 File Foder
B Music . RollBack 12/18/2007 231PM  File Folder

More » ) Threadljacker 12/19/2007 231PM  File Folder
Folders v | [Ecreats = TAM  Windows Comma. 1K8
g e = SOPM  Rich TextFormat ke

FlashDevelop
W oo Print
) Tntemet plorer @ Run as adminisrator
i TT Connection Mana = @ Scan forviruses,
e L e o
b Microsoft
. MicrosoftNET Send To ;
1! Micrasoft Corparati cu

(B8 Logo Testing Tool

b RegDift Bz

b RegDump Create Shorteut

B Restart Manager Delete

1. Rollack N

L ThreadHijacker =

CreatelogoUsers gt

Windows Command Script Size: 754 bytes
Date created: 4/20/2006 937 AM





image1.png




