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Abstract

The Windows Driver Foundation (WDF) is Microsoft’s next-generation driver model. WDF includes frameworks to support both user-mode and kernel-mode drivers, along with driver testing and verification tools. The user-mode driver framework (UMDF) component of WDF enables drivers for some types of devices to run in user mode instead of kernel mode.

This paper provides an overview of the user-mode driver framework architecture, describes the advantages of user-mode drivers, and includes guidelines for determining whether to write a user-mode or kernel-mode driver.

This information applies for the following operating systems:

Microsoft Windows Vista™

Microsoft® Windows® XP

The current version of this paper is maintained on the Web at: 

http://www.microsoft.com/whdc/driver/wdf/UMDF_Intro.mspx
References and resources discussed here are listed at the end of this paper.
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Introduction

Most drivers run in Microsoft® Windows® kernel mode, where they have complete access to the system address space and to internal system structures. Such access comes at a price: a malicious or badly coded kernel-mode driver can cause problems that affect other drivers or the system itself and eventually crash the machine. 

Drivers that run in user mode, however, have access only to the user address space and therefore pose a much lower risk to system security and stability than kernel-mode drivers. 

For this reason, Microsoft’s next-generation driver model, the Windows Driver Foundation (WDF), contains a framework for the creation of user-mode drivers. The user-mode driver framework (UMDF) provides a unified model that can work across device classes. It integrates the installation and management of these devices with standard operating system facilities, such as Plug and Play and power management. 

UMDF is designed to support protocol device classes such as cameras and portable music players. Microsoft believes that moving drivers for such devices into user mode can help to simplify the drivers and improve the overall stability of the operating system.

UMDF is based on the same conceptual driver programming model as the kernel-mode driver framework (KMDF) that is also part of WDF. However, the two frameworks implement the model with different components, device-driver interfaces (DDIs), and data structures. 

In addition to UMDF, WDF provides enhanced debugging and tracing tools and serviceability support for user-mode drivers. 

Advantages of Writing User-Mode WDF Drivers

User-mode WDF drivers (also called UMDF drivers) are Plug and Play drivers that support protocol-based or serial bus–based devices. They handle the same types of I/O requests as kernel-mode drivers and are installed by INF files, just as kernel-mode drivers are. 

User-mode WDF drivers have numerous advantages over kernel-mode drivers:

· Simpler driver environment

· Greater stability

· Greater security

· Use of the Microsoft Win32® API

· Debugging with a user-mode debugger

· Programming in C++

· Rapid code generation

· Comparable performance to kernel mode

Driver Environment. User-mode drivers operate in a much simpler environment than kernel-mode drivers. Kernel-mode drivers must be coded to avoid problems related to interrupt request level (IRQL), page faults, and thread context, just to name a few. In user mode, however, these issues do not exist. User-mode drivers always run in a different thread from the requesting process and can always take page faults.

To take advantage of this environment, Microsoft has developed device-specific user-mode driver models for such devices as scanners, printers, cameras, and mobile devices and has supported user-mode drivers for several releases of Windows. However, these models do not work with the Plug and Play installation mechanism. UMDF integrates support for Plug and Play and power management, thus enabling such drivers to participate fully in system-wide operations.  

Greater Stability. User-mode drivers contribute to greater operating system stability because they have access only to the address space of the process in which they are running. Therefore, a corrupt or buggy driver might cause its device to be inoperable, but it is much less likely to cause system-wide problems. A corrupt kernel-mode driver has access to the system address space and calls kernel-mode functions that are exposed by the operating system, which directly manipulate important system structures. Errors in a kernel-mode driver can corrupt these structures and possibly cause the system to crash. 

Greater Security. User-mode drivers run in a much more secure environment, primarily because they do not have access to the system address space. Therefore, the chance that a malicious application might access another user’s data is slim. In addition, user-mode drivers are much less likely to cause a denial-of-service attack by hanging or crashing the system. At most, the driver process itself might become corrupted.

Win32 API. Most applications programmers are familiar with the Win32 API. User-mode WDF drivers call the Win32 API instead of calling kernel-mode functions. The Win32 API provides access to some services that are not available in kernel mode, such as cryptography. Because the Win32 API is a user-mode component, the operating system performs additional security and verification checks before making changes that are requested by a user-mode caller. 

User-Mode Debuggers. User-mode WDF drivers can be debugged by using a user-mode debugger instead of a kernel-mode debugger. Debugging and driver development in user mode can be faster because an error affects only the current process, not the entire system, thus reducing the time that is spent rebooting. In addition, user-mode debugging requires only a single machine, whereas kernel-mode debugging requires both a host machine and a target machine. WDF includes several debugger extensions for use with user-mode drivers. 

Programming in C++. UMDF is designed for writing drivers that use the object-oriented features of C++. 

Rapid Code Generation. UMDF is based on a subset of the Component Object Model (COM). Driver writers can use numerous COM tools, such as the active template library (ATL), to quickly generate code. 

Comparable Performance to Kernel Mode. For the types of devices that UMDF drivers can support, I/O bandwidth is a greater issue than internal driver performance. For such devices, UMDF drivers are comparable in performance to kernel-mode WDF drivers. 

Devices Supported in User Mode

UMDF supports the development of drivers for protocol-based or serial bus–based devices, such as USB devices and network-connected devices. For example, drivers for the following types of devices can be written in user mode:

· Portable storage devices, such as PDAs and cell phones

· Portable media players 

· USB bulk transfer devices

· Auxiliary display/video devices

The device can be directly connected, connected on the network, or connected via a wireless protocol such as Bluetooth.

User-mode drivers can support 32-bit or 64-bit devices for any Windows hardware platform and can be distributed on Windows Update. UMDF is currently supported for Microsoft Windows Vista™ and Windows XP. 

The preliminary UMDF release on the User-Mode Driver Framework Beta 1 Developer Update includes the following sample UMDF drivers:

· Skeleton, a minimal driver that is intended for use as a template for driver development 

· Echo, a simple software-only driver that shows the use of a serial I/O queue 

· USB/FX2_Driver and USB/Echo_driver, which are function drivers for the USB-FX2 board that was designed by OSR

· USB/Filter, which is a filter driver for the USB-FX2 device stack

Drivers that require the following cannot be written as UMDF drivers; they must be written as kernel-mode drivers:

· Handling interrupts

· Direct access to the hardware, such as direct memory access (DMA)
· Strict timing loops

· Use of nonpaged pool or other resources that are reserved for kernel mode

Overview of UMDF
UMDF performs two important tasks for a driver:   

· Defining a set of objects and interfaces to represent common driver constructs

· Accepting all I/O requests that are targeted to the device and calling the driver to handle corresponding events

UMDF drivers are object oriented and event driven. The driver and UMDF create instances of objects that are required to support the driver’s device. The driver implements event callback interfaces that respond to events that affect these objects. 

UMDF Objects and Interfaces

UMDF defines objects to represent the following: 

· Driver

· Device

· I/O queue

· File

· I/O request

· I/O target

· Memory

For each type of object, UMDF defines one or more interfaces through which to manipulate instances of the object. The interfaces provide methods and properties. Methods define actions that can be taken on behalf of the object and properties set and get the characteristics of the object. Some interfaces are implemented by UMDF and others are implemented by the driver. 

The UMDF objects and interfaces are based on COM. Microsoft chose COM as a basis for UMDF for several reasons:

· COM is familiar to many applications programmers.

· C++ is the preferred language for writing COM applications.

· COM interfaces enable logical groupings of functions, so that the DDI is easy to understand and navigate.

· Using COM enables the DDI to evolve without requiring existing driver dynamic-link libraries (DLLs) to be recompiled.

· Numerous tools, including Microsoft Visual Studio® and ATL, support COM-based applications and objects.

UMDF uses only a small subset of COM; it does not depend on the entire COM infrastructure and run-time library. Instead, it uses only the query-interface and reference-counting features. Every UMDF interface derives from IUnknown, and therefore supports the QueryInterface, AddRef, and Release methods by default. The AddRef and Release methods manage object lifetime. The QueryInterface method enables other components to determine which interfaces the driver supports.

UMDF implements interfaces that are named IWDFXxx. The driver calls methods on these interfaces to perform operations on its objects, such as creating a device object or getting a request from an I/O queue. For example, UMDF implements the IWDFDriver interface, and the driver calls methods in this interface to create a device object. 

The names of the driver-implemented callback interfaces are in the form IObjectAction, where Object identifies the object to which the interface applies and Action indicates what the interface does. For example, one such interface is IQueueCallbackRead, which contains methods that are called when a queue dispatches a read request.

The driver implements callback interfaces to provide device-specific responses to events. When a Plug and Play, power management, or I/O request arrives, UMDF calls methods in the driver’s callback interfaces to handle the associated events. For example, when UMDF receives a read request, it calls methods in the driver’s IQueueCallbackRead interface. 

UMDF provides any synchronization that is required across driver callbacks. By default, UMDF synchronizes at device object level; that is, it does not concurrently call the event callback methods at or below the device object level. A driver can override this default by requesting no synchronization.

Operation and Defaults

A fundamental goal of the overall WDF model is to provide intelligent defaults, so that driver developers can focus on their device hardware and avoid writing code to perform tasks that are common to most drivers. Instead, that code is built into the framework, thus making vendor-written drivers smaller, ensuring greater code reuse, and providing for global bug fixes by Microsoft. 

To achieve this goal, UMDF is designed to work with drivers on an “opt-in” basis. A UMDF driver includes callback interfaces for only the events that affect its device. For example, some devices require intervention immediately after they are turned on and immediately before they are turned off. The driver for such a device can implement a callback interface that provides methods to be called at those times. If the device does not require such intervention, its driver does not implement the interface. 

Plug and Play and Power Management. The “opt-in” approach is particularly valuable for Plug and Play and power management features. Within WDF as a whole, Plug and Play and power management are implemented as a state machine. (Both UMDF and the KMDF use the same implementation of the state machine.) At a given state, a predetermined set of events is valid for each type of object and the framework invokes the driver’s callbacks for these events in a defined order. Thus, a driver can assume that both the system and its device are in a particular state whenever it is called to perform a Plug and Play or power management action. 

The complicated logic that tracks system and device state is thus incorporated into the framework, not into the driver. This approach vastly reduces the amount of decision-making that is required in the driver and eliminates the need to perform the same task in numerous places. Instead, the framework defines a state-related event and the driver supplies a callback interface. The driver includes code to handle only those events for which its device requires device-specific support. All other events can be handled by framework defaults.

Queue Management. Plug and Play and power management support are integrated with queue management. A WDF driver can configure power management support for its I/O queues so that the framework stops dispatching requests while the device is in a low-power state and resumes dispatching after the device has returned to the operational state. Similarly, if an I/O request arrives while the device is in a low-power state, the framework can automatically power up the device.  

User-Mode WDF Architecture

A UMDF driver runs in a driver host process that also hosts UMDF and a run-time environment. Each such driver operates as part of a stack of drivers that manage a device. The user-mode drivers are loaded above the kernel-mode drivers at the top of the stack. Because user-mode components do not have access to the system address space where the system and kernel-mode drivers maintain I/O requests and other shared data, the UMDF architecture includes components that communicate between kernel mode and user mode. 

Figure 1 shows the overall architecture of the UMDF driver model. 
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Figure 1. User-Mode WDF Driver Architecture

Figure 1 shows two device stacks that service two different devices. Each device stack includes a UMDF driver that runs in its own driver host process. Figure 1 includes the following components, which are described according to the typical flow of an I/O request:

Applications. The applications are clients of the drivers. These applications are user-mode processes that issue I/O requests through the Win32 API. The Win32 API calls I/O routines in the Windows kernel. 

Windows Kernel. The Windows kernel creates I/O request packets (IRPs) to represent the requests and forwards them to the top of the kernel-mode device stack for the target device. 
Reflector. The reflector is a kernel-mode WDM filter driver that is installed at the top of the kernel-mode device stack for each device that is managed by a UMDF driver. The reflector manages communication between the kernel-mode components and the user-mode driver host process. The reflector forwards I/O, power, and Plug and Play messages from the operating system to the driver host process, thus enabling user-mode drivers to respond to I/O requests and to participate in Plug and Play device installation, enumeration, and management. The reflector also monitors the driver host process to ensure that it responds properly to messages and completes critical operations in a timely manner, thus helping to prevent driver and application hangs. Microsoft provides the reflector. 

Host Process. The host process is the process in which the user-mode driver runs. It is separate from the application process and the driver manager. It runs in the security credentials of a LocalService account, although it is not a Windows service. The host process contains the user-mode device stack for the device. The device stack is visible to all applications across the system. Each instance of a device has its own device stack. Currently, each instance has a separate host process, too.

The host process includes the following components:

· The UMDF driver is an in-process COM component that controls the hardware from user mode. An independent hardware vendor (IHV) supplies the UMDF driver.

· UMDF exposes the user-mode DDI. UMDF is a DLL of COM-style objects that support the presentation, flow, and management of I/O and Plug and Play requests to the driver. 

· The run-time environment dispatches I/O requests, loads the driver, constructs and destroys the user-mode device stack, manages a user-mode thread pool, and handles messages from the reflector and the driver manager.

The host process is a child process of the driver manager. 

Driver Manager. The driver manager creates and shuts down the host processes and maintains status information about them. It also responds to messages from the reflector. The driver manager runs as a Windows service and is started during installation of the first device that is managed by a UMDF driver. The driver manager must be running all the time that any device that is controlled by a UMDF driver is installed on the system. Microsoft provides the driver manager. 

Kernel-Mode Drivers. Additional kernel-mode drivers can service each device. Either Microsoft or an IHV can supply these drivers. 

User-Mode WDF Driver Features

User-mode WDF drivers can call methods in UMDF and can use the Win32 API and other Windows user-mode features.

Required Driver Functionality

Every UMDF driver must do the following:

· Support DLL exports that are required by COM

· Implement the IDriverEntry interface on the driver class

· Implement the IClassFactory interface

UMDF drivers, like UMDF itself, are implemented as in-process COM servers. Every UMDF driver must support DLL exports that are required by the COM run-time environment. These exports include DllGetClassObject, DllRegisterServer, and DllUnregisterServer. In addition, every UMDF driver must implement the IDriverEntry interface on the driver class. This interface includes methods that initialize and uninitialize the driver and perform other tasks that are required when the device is added to the system. UMDF calls these methods when the driver is loaded or unloaded and when the Plug and Play manager enumerates one of the driver’s devices. Drivers must also implement the IClassFactory interface, so that UMDF can create an instance of the driver callback object.
Handling I/O Requests

Callers use the Win32 API to send I/O requests to devices that are managed by UMDF drivers. The Win32 API calls the appropriate kernel-mode I/O routine, and the kernel-mode I/O manager creates an IRP and sends this IRP to the driver at the top of the kernel-mode device stack for the target device. For a device that is managed by a UMDF driver, the reflector is the driver at the top of the kernel-mode device stack. The reflector forwards the request to the user-mode driver host process, in which UMDF and the driver run. UMDF interprets the request and calls methods in the driver’s event callback interfaces. 

Depending on the type of I/O that the device supports, the driver might handle the request immediately or it might queue the request to handle later. UMDF provides configurable I/O queue objects that a driver can instantiate. The driver specifies which types of requests to place in each queue and how to dispatch those requests. Each queue can hold one or more types of requests.

UMDF queues and dispatches requests according to the driver’s specifications: sequentially (one at a time), in parallel (as soon as they arrive), or manually (at the driver’s explicit request). If Plug and Play or power management events affect queuing, UMDF can start, stop, or resume queuing as appropriate, depending on how the driver configured the queue.

The driver provides a callback interface for each type of request it can handle. To dispatch a request, UMDF calls a method in the corresponding callback interface. For example, to dispatch a read request, UMDF calls the OnRead method of the driver’s IQueueCallbackRead interface. 

UMDF handles locking for the I/O queues and can cancel queued requests without requiring driver intervention. By default, requests that are in a queue can be canceled, but requests that have been dispatched to a driver cannot be canceled. Drivers that use these defaults typically require little if any cancellation code. Drivers can, however, override these defaults by making individual requests cancelable and implementing a cancellation callback interface. 

Build, Test, and Debug

Like KMDF drivers, UMDF drivers are built with the Windows Driver Kit (WDK). The WDK includes the libraries and header files that are required to build a UMDF driver, along with sample code and build scripts.  

The WDK also includes debugger extensions that are designed for use with UMDF drivers. The debugger extensions work with CDB, NTSD, and WinDbg. User-mode WDF drivers can be debugged in either user mode or kernel mode. Debugging a user-mode driver is similar to debugging a service.  

In addition, the WDK includes PREfast, a static analysis tool that examines code paths on a per-function basis. PREfast can find logic and usage errors in a driver at compile time. PREfast can be used on both kernel-mode and user-mode drivers.

Vendor-supplied user-mode driver code can use Event Tracing for Windows (ETW) to generate a trace log of driver events. The logs can be viewed using the tracing tools provided with the WDK.

The user-mode components supplied by Microsoft start trace sessions that record their activities and note such events as driver hangs, time-outs, and failures. UMDF has integrated verification code that is always enabled. If a driver uses DDIs incorrectly or passes incorrect parameters, the verifier saves a memory dump in the system log file directory and optionally creates a Windows error report. The trace log files and error reports can optionally be sent to Microsoft’s Windows Error Reporting (WER) facility. WER captures software crash data and supports end-user reporting of crash information. The information collected through WER is accessible to vendors so that they can analyze problems and respond directly to their customers.

Installation and Configuration

UMDF drivers are installed using INF files, in the same way as kernel-mode drivers. The INF for a UMDF driver installs the driver and a service and includes directives to install any additional user-mode and kernel-mode components that the driver requires. 

Microsoft provides a co‑installer that is invoked when the INF for the device is processed. The co‑installer starts the driver manager if it is not already running. 

User-mode driver installation must not require a reboot of the system. Windows Logo Program and driver signing requirements for UMDF drivers are under development. 

Versioning

UMDF supports versioning, so that a driver binary can run with the same major version of UMDF for which the driver was designed, tested, and released. Updates to UMDF or the operating system do not require updates to the driver. Microsoft is responsible for ensuring consistent behavior across releases. 

Summary

Microsoft urges vendors of cameras, portable media players, and similar devices to develop UMDF drivers instead of kernel-mode drivers. UMDF drivers are easier to develop, provide comparable performance, and contribute to greater system stability. 

UMDF drivers are Plug and Play drivers for protocol- and serial bus–based devices. Their devices appear in Device Manager. Such drivers can support 32‑bit or 64‑bit devices for any Windows hardware platform and can be distributed on Windows Update. 

UMDF and its drivers are based on COM, thus enabling developers to use existing development tools. UMDF provides an object-oriented, event-driven interface. The User-Mode Driver Framework Beta 1 Developer Update includes a prerelease version of this framework. 

Resources

Windows Driver Foundation (WDF) on the WHDC Web site

Additional WDF presentations and white papers will be posted on this site as they become available.
http://www.microsoft.com/whdc/driver/wdf/default.mspx
Current White Papers

Introduction to the Windows Driver Foundation
http://www.microsoft.com/whdc/driver/wdf/wdf-intro.mspx
Architecture of the Windows Driver Foundation
http://www.microsoft.com/whdc/driver/wdf/wdf-arch.mspx
Architecture of the User-Mode Driver Framework
http://www.microsoft.com/whdc/driver/wdf/umdf-arch.mspx
Sample Drivers for the User-Mode Driver Framework
http://www.microsoft.com/whdc/driver/wdf/umdf-samp.mspx
WDF Beta Program

See the Windows Driver Foundation beta program invitation at 
http://www.microsoft.com/whdc/driver/wdf/beta.mspx
A preview of UMDF is available in the User-Mode Driver Framework Beta 1 Developer Update in the WinHEC 2006 conference materials. Installation instructions and additional information are provided on the CD.

Windows Driver Kit

http://www.microsoft.com/whdc/driver/WDK/default.mspx
Windows Error Reporting

Windows Quality Online Service
https://winqual.microsoft.com
Winqual and Driver Maintenance: Overview
http://www.microsoft.com/whdc/maintain/default.mspx
Windows Logo Program and Driver Signing
http://www.microsoft.com/whdc/winlogo/default.mspx
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