15
Lab: Introduction to Threat Modeling
During this lab, you will be introduced to the concept of Threat Modeling.  This introduction will help you understand the need for threat modeling and will also introduce you to the Microsoft® SDL Threat Modeling Tool v3.

 Estimated time to complete this lab: 25 minutes
Before You Begin
There are no prerequisites to this lab.
What You Will Learn 
After completing this lab, you will have an introductory understanding of Threat Modeling.


Exercise 1: Review the Introduction to Threat Modeling Slides
In this exercise, you will review a set of slides designed to give you an introductory understanding of Threat Modeling.
Start and log on to the Vista virtual computer
1. In Microsoft Virtual PC, right-click Vista1 and then click Start.
2. At the logon screen, press and hold the right <ALT> button and then press <DELETE>.
3. Log in as administrator with a password of pass@word1
4. If you get any errors about failed services, open the Services MMC and verify that all services set as Automatic have started.
Do not start any other virtual computers until this server is completely up.
Open the PowerPoint on your desktop
1. On your desktop, double-click the PowerPoint icon for the Threat Modeling presentation.
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A threat model helps determine the security risks posed to a product, application, network, or environment, and how attacks can show up. The goal is to determine which threats require mitigation and how to mitigate them.
Who is involved?
The bad guys will do a good job of finding the security vulnerabilities—if you choose to do an adequate threat model then you just might thwart them.
What is threat modeling?
Threat modeling is a repeatable process that helps you find and mitigate all of the threats to your product.
When should you threat model?
Starting the threat modeling process early in product development will allow more time to plan for and fix threats.
Why should you threat model?
Threat modeling will help you find problems while there is still time to fix them.  It is also a Security Development Lifecycle (SDL) requirement and allows you to fulfill your commitments to the customer.
How?
The SDL Threat Modeling tool was created by Microsoft, to ease the threat modeling process.
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This diagram represents the Threat Modeling Cycle and the set of tasks involved in creating a threat model.
At a high level, Threat Modeling consists of a number of activities done during the design phase of product development. These activities begin with envisioning the product as it will be used by typical users in a typical environment, and then identifying all of the potential threats to the product and to assets accessed via the product. 
Next you build the threat model by creating a number of Data Flow Diagrams (DFD), which model the trust boundaries of the application and its components and the flow of data between the application and its environment as well as the flow of data between components within the application.
Knowing what needs to be protected, and how it will be attacked, enables you to choose appropriate mitigations for each threat. 
Finally, we need to review the threat model, the DFD elements that need protection and the mitigations or defenses/countermeasures, to ensure that the mitigations do indeed protect the assets from the threats. 
Threat modeling is an iterative process, which should be started early during the product design and updated throughout the lifecycle. As your product develops and you change the design, you will need to cycle back and revisit the threat-modeling process to verify whether the design change will enable any new threats.
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The first set of tasks is to identify the various use cases and usage scenarios for the product and to determine what security assurance about the product is being provided to the customers. 
These initial tasks provide a higher-level perspective of the product use and help you determine the entry points, trust boundaries, etc. 
Determining the security assurances helps you set a benchmark that can be used in identifying the threats against the product. Verifying whether the security guarantees have been met can help determine the risks the product faces. 






The first step in modeling is to decompose the system into its key components. This can be achieved by creating Data Flow Diagrams (DFDs). These diagrams depict various elements such as processes, data stores, data flows, trust boundaries, etc. 
The important step here is to identify the trust boundaries. A trust boundary is a location where the level of trust changes. Identify the systems, subsystems, and identities that your application trusts. 
The following are some examples of trust boundaries:
· The perimeter firewall.
· The database server trusts calls from the Web application's identity.
· The data access components trust the business components to pass fully validated data.
These diagrams are not static and need to be updated as the product evolves.
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DFDs are a graphical representation of the various processes, data stores, data flows, and trust boundaries involved in a system. 
Here we see the elements that make up a DFD and the symbols used to depict them. 
The procedure of creating DFDs is to start with a simple, high-level DFD that has just a couple of processes and data stores and keep building upon it.  This is sometimes called a ‘context’ diagram.
The first and highest level DFD is the context diagram which models the system and its interaction with external entities. In some older diagrams, the product is represented as a multi-process or complex process (two circles, one inside the other).
At this point, how the application works internally should be ignored. 
The focus should be on what requests the system processes, what responses it generates, and the data sources with which it interacts.





Once the application has been decomposed into components or assets (threat targets), the next step is to determine the categories of threats that each component is susceptible to.
There are six threat categories that can be applied to the components.  Use the acronym “STRIDE” to remember them:
Spoofing – an attacker can use another user’s or machine’s identity to access restricted information
Tampering – making unauthorized modifications to data
Repudiation – denying having performed a malicious activity
Information Disclosure – exposure of restricted or sensitive data to unauthorized users 
Denial of Service – denying service to valid users e.g. crashing a server
Elevation of Privilege – Unauthorized users gaining restricted privileges to perform malicious activities
Understanding what security property is associated with a particular threat can guide you in choosing the appropriate mitigation technology.





Here we look at how the STRIDE categories of threats are applicable to the various elements of a WRD. 
For example, data in transit can be tampered with (Tampering), revealed to unauthorized users (Information Disclosure) and prevented from being available to valid users (Denial of Service) 





Once the threats for each component in the system have been identified, the next task is to apply mitigations to those threats.
Mitigation techniques should be identified for each type of threat discovered.  Ways to do this include applying domain knowledge, checking lists of standard mitigation approaches or researching techniques applied by similar software packages. Examples of mitigation techniques are authentication, authorization, etc.
In addition to applying mitigation techniques, the product can be redesigned to eliminate the vulnerability. This may require more time and effort, but might be useful in cases of severe threats. 




In addition to researching and applying mitigations that have been used by others, you can invent your own mitigations for the issues found in your product. 
This is, however, a challenging task, and needs to be done with utmost care because failure to apply proper mitigations isn’t obvious and sometimes will only be detected by a security expert. If this expert turns out to be the adversary, then your product will be exploited! 






Once the application has been decomposed into its components, threats identified, and mitigations applied, the final step is to validate.
The validation task includes the following:
· Check whether the Data Flow Diagrams match the final code.  If the design has been modified since creating the DFDs, they need to be updated accordingly.
· Verify whether STRIDE threat types have been identified for each component of the DFD, especially those that touch a trust boundary.
· Check whether proper mitigations have been applied to the threats identified.
· Check that all the above tasks have been accomplished before shipping.





During the threat modeling process, it is important to also consider the code that your application is dependent on. 
Spend some time reviewing all the licensed components, shared DLLs and other libraries developed by a 3rd party that your application uses from a security perspective. Vulnerabilities in those components can also result in your application being exploited!
Also verify the validity of the assumptions made in implementing the application. Security problems are usually a result of invalid assumptions made about the product’s implementation and usage. 

Since threat modeling is an iterative process, it is possible to keep repeating the various tasks and updating the threat model until the product is finally shipped.
For this reason, it’s extremely important to know when the threat modeling process can be considered complete. Validating the following helps you determine when to stop:
· DFDs match frozen code.
· Threats have been identified and mitigations applied to each component in the DFD.
· The mitigations are validated by QA by testing whether the application is still vulnerable to the threats for which the mitigations are in place.
· When the threat model has been reviewed and approved by an external security expert.
Exercise 1: Testing Your Knowledge
Questions
1.	What is the purpose of a threat model?



2.	When should you begin the threat modeling process?



3.	What is the first activity you should do during the threat modeling design phase?



4.	What is the benefit of determining the security assurances?



5. An important step in modeling is to identify the trust boundaries.  What is a trust boundary?



6. What is a data flow diagram (DFD)?



7. What is the definition of the acronym STRIDE?



8. How do you identify mitigation techniques for each type of threat discovered in the threat modeling process?



9. What is the final step of the threat modeling cycle?



10. Why is it important to verify the validity of the assumptions made in implementing your application?
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Threat Modeling Basics @

* Who?
- The bad guys will do a good job of it
- Maybe you will...your choice

¢ What?

- Arepeatable process to find and mitigate all
threatsto your product

¢ When?

- ;he earlier you start, the more time to plan and
ix

- Worst case is after you ship: Find problems,
make ugly scope/schedule choices, revisit those
features soon

o Why?
- Find problems when there’s time to fix them
- SDLrequirement
- Customer commitment (SD3)

¢ How?
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* Assurances

- Structured way to think about “what are you
telling customers about the product’s
security?”
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Modeling

•Create Diagrams

–DFDs are one way to represent a system

•Data Flow Diagrams•Include processes, data stores, data flows•Include trust boundaries

–Diagrams per scenario may be helpful

•Update diagrams as product changes•Enumerate assumptions, 

dependencies


Microsoft_Office_PowerPoint_Slide2.sldx
Modeling

Create Diagrams

DFDs are one way to represent a system

Data Flow Diagrams

Include processes, data stores, data flows

Include trust boundaries

Diagrams per scenario may be helpful

Update diagrams as product changes

Enumerate assumptions, dependencies





image1.jpeg









aseing P

+ Creste Disgrams
Z DFDs are one way to reprasenta system

~ Giagram parscenariomaybe hlgfl
« Update diagrams 3= product changas
« Erumerate assumptions,
depandancies





image6.png
Diagram Elements - Examples





image7.emf
Identifying and Understanding the Threats

ThreatPropertyDefinitionExample

Spoofing

AuthenticationImpersonating something or someone else.Pretending to be any of  billg, microsoft.com or ntdll.dll

Tampering

IntegrityModifying data or codeModifying a DLL on disk or DVD, or a packet as it traverses the LAN.

Repudiation

Non-repudiationClaiming to have not performed an action.“I didn’t send that email,” “I didn’t modify that file,” “I certainlydidn’t visit that web site, dear!”

Information 

DisclosureConfidentialityExposing information to someone not authorized to see itAllowing someone to read the Windows source code; publishing a list of customers to a web site.

Denial of Service

AvailabilityDeny or degrade service to usersCrashing Windows or a web site, sending a packet and absorbing seconds of CPU time, or routing packets into a black hole.

Elevation of Privilege

AuthorizationGain capabilities without proper authorizationAllowing a remote internet user to run commands is the classic example, but going from a limited user to admin is also  EoP.
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Identifying and Understanding the Threats

		Threat		Property		Definition		Example

		Spoofing		Authentication		Impersonating something or someone else.		Pretending to be any of billg, microsoft.com or ntdll.dll

		Tampering		Integrity		Modifying data or code		Modifying a DLL on disk or DVD, or a packet as it traverses the LAN.

		Repudiation		Non-repudiation		Claiming to have not performed an action.		“I didn’t send that email,” “I didn’t modify that file,” “I certainly didn’t visit that web site, dear!”

		Information Disclosure		Confidentiality		Exposing information to someone not authorized to see it		Allowing someone to read the Windows source code; publishing a list of customers to a web site.

		Denial of Service		Availability		Deny or degrade service to users		Crashing Windows or a web site, sending a packet and absorbing seconds of CPU time, or routing packets into a black hole.

		Elevation of Privilege		Authorization		Gain capabilities without proper authorization		Allowing a remote internet user to run commands is the classic example, but going from a limited user to admin is also EoP.
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Different threats affect each type of element
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Mitigate

•Address each threat

•Four ways to address threats:

–Redesign to eliminate–Apply standard mitigations

•See chart for examples•Michael Howard’s “Implementing Threat Mitigations” on SWIKB•What have similar software packages done?–How has that worked out for them ? 

–Invent new mitigations

•Riskier

–Accept vulnerability in design

•SDL rules about what you can accept
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Mitigate

Address each threat

Four ways to address threats:

Redesign to eliminate

Apply standard mitigations

See chart for examples

Michael Howard’s “Implementing Threat Mitigations” on SWIKB

What have similar software packages done?

How has that worked out for them? 

Invent new mitigations

Riskier

Accept vulnerability in design

SDL rules about what you can accept
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Standard Mitigations

SpoofingAuthentication

To authenticate principals:Basic authenticationDigest authenticationCookie authenticationWindows authentication (NTLM)Kerberos authenticationPKI systems such as SSL/TLS and certificatesIPSecDigitally signed packetsTo authenticate code or data:Digital signaturesMessage authentication codesHashes

TamperingIntegrity

Windows Vista Mandatory Integrity ControlsACLsDigital signaturesMessage Authentication Codes 

RepudiationNon Repudiation

Strong AuthenticationSecure logging and auditingDigital SignaturesSecure time stampsTrusted third parties

Information DisclosureConfidentiality

EncryptionACLS

Denial of ServiceAvailability

ACLsFilteringQuotasAuthorizationHigh availability designs

Elevation of privilegeAuthorization

ACLsGroup or role membershipPrivilege ownershipPermissionsInput validation

Microsoft Confidential10
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Standard Mitigations

		Spoofing		Authentication		To authenticate principals:
Basic authentication
Digest authentication
Cookie authentication
Windows authentication (NTLM)
Kerberos authentication
PKI systems such as SSL/TLS and certificates
IPSec
Digitally signed packets
To authenticate code or data:
Digital signatures
Message authentication codes
Hashes

		Tampering		Integrity		Windows Vista Mandatory Integrity Controls
ACLs
Digital signatures
Message Authentication Codes 

		Repudiation		Non Repudiation		Strong Authentication
Secure logging and auditing
Digital Signatures
Secure time stamps
Trusted third parties

		Information Disclosure		Confidentiality		Encryption
ACLS

		Denial of Service		Availability		ACLs
Filtering
Quotas
Authorization
High availability designs

		Elevation of privilege		Authorization		ACLs
Group or role membership
Privilege ownership
Permissions
Input validation
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Validating Threat Models

•Validate the whole TM

–Does diagram match final code?–Are threats are enumerated?–Minimum: STRIDE per element that touches a 

trust boundary

–Has test reviewed the model?

•Tester approach often finds issues with TM, or details

•Is each threat mitigated?

–Are mitigations done right

•Did you check these beforeFSR?

–Shipping will be more predictable
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Validating Threat Models

Validate the whole TM

Does diagram match final code?

Are threats are enumerated?

Minimum: STRIDE per element that touches a trust boundary

Has test reviewed the model?

Tester approach often finds issues with TM, or details



Is each threat mitigated?

Are mitigations done right



Did you check these before FSR?

Shipping will be more predictable
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Validate Information Captured

•Dependencies

–What other code are you using?–What security functions are in that 

other code? 

–Are you sure ?

•Assumptions

–Things you note as you build the 

threat model

“HTTP.sys will protect us against SQL 

Injection”

“LPC will protect us from malformed 

messages”

GenRandom will give us crypto -strong 

randomness
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Validate Information Captured

Dependencies

What other code are you using?

What security functions are in that other code? 

Are you sure?

Assumptions

Things you note as you build the threat model

“HTTP.sys will protect us against SQL Injection”

“LPC will protect us from malformed messages”

GenRandom will give us crypto-strong randomness
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